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**UML Class Diagram and Description:**

**Classes and Attributes:**

1. DentalBranch
   * address (private)
   * phoneNumber (private)
   * manager (private)
2. Staff
   * name (private)
   * id (private)
   * title (private)
3. Manager (inherits from Staff)
   * yearsOfExperience (private)
4. Receptionist (inherits from Staff)
   * workingHours (private)
5. Hygienist (inherits from Staff)
   * certification
6. Dentist (inherits from Staff)
   * specialization (private)
7. DentalService
   * serviceName (private)
   * serviceCost (private)
8. Patient
   * name (private)
   * id (private)
   * phoneNumber (private)
9. Appointment
   * appointmentID (private)
   * date (private)
   * time (private)
10. Bill
    * billID (private)
    * totalCost (private)
    * VAT (private)

|  |
| --- |
| DentalBranch |
| -address: str  -phoneNumber: str  -manager: Manager |
| +addStaff(staff: Staff)  +addPatient(patient: Patient)  +addService(service: DentalService) |

**Diagram:**

|  |
| --- |
| DentalService |
| -serviceName: str  \*  -serviceCost: float |

\*

|  |
| --- |
| Patient |
| -name: str  -id: str  -phoneNumber:str |
| +bookAppointment(appointment: Appointment) |

\*

![Class diagram - Wikipedia](data:image/png;base64,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)

|  |
| --- |
| Manager |
| - yearsOfExperience: int |
| + getYearsOfExperience(): int |

\*

|  |
| --- |
| Staff |
| -name: str  -id: str  -title: str  -salary: float |
| + getName(): str  + getId(): str  + getTitle(): str  + getSalary(): float |

|  |
| --- |
| Hygienist |
| - certification: str |
| + getCertification(): str |

|  |
| --- |
| Dentist |
| - specialization: str |
| + getSpecialization(): str |

1

|  |
| --- |
| Receptionist |
| - workingHours: str |
| + getWorkingHours(): str |

|  |
| --- |
| Appointment |
| -appointmentID:str  -date: Date  -time: Time  -dentist: Dentist  -services: List[DentalService] |
| +generateBill(): Bill |

|  |
| --- |
| Bill |
| -billID: str  1  -totalCost: float  -VAT: float |
| +displayReceipt() |

\*

**Relationships:**

1. DentalBranch has a 1-to-many relationship with Staff, as one branch can have multiple staff members.
2. DentalBranch has a 1-to-many relationship with DentalService, as one branch can offer multiple services.
3. DentalBranch has a 1-to-many relationship with Patient, as one branch can have multiple patients.
4. Staff has a generalization relationship with Manager, Receptionist, Hygienist, and Dentist. These classes inherit from the Staff class.
5. Patient has a 1-to-many relationship with Appointment, as one patient can have multiple appointments.
6. Appointment has a 1-to-1 relationship with Dentist, as one appointment is linked to a single dentist.
7. Appointment has a 1-to-many relationship with DentalService, as multiple services can be provided during one appointment.
8. Bill has a 1-to-1 relationship with Appointment, as one bill is linked to one appointment.

The diagram shows the relationships between these classes, including inheritance, composition, and association relationship

1. **Inheritance**: Manager, Receptionist, Hygienist, and Dentist classes inherit from the Staff class. This relationship is shown by the arrows pointing from the derived classes to the base class.

* The Manager "is-a" Staff and has all the properties and methods of the Staff class.
* The Receptionist "is-a" Staff and has all the properties and methods of the Staff class.
* The Hygienist "is-a" Staff and has all the properties and methods of the Staff class.
* The Dentist "is-a" Staff and has all the properties and methods of the Staff class.

1. **Composition**: DentalBranch class has a composition relationship with the Staff class, as it has an attribute of type Manager, which is a subclass of Staff. This is represented by the filled diamond symbol next to the DentalBranch class and the line connecting it to the Staff class. This relationship indicates that the Manager is an integral part of the DentalBranch, and if the DentalBranch ceases to exist, so does its Manager.
2. **Association**:

* DentalBranch - Staff: A DentalBranch can have multiple Staff members. This association is represented by a line connecting the DentalBranch class to the Staff class, with an asterisk (\*) on the Staff side to denote the "many" part of the relationship.
* DentalBranch - Patient: A DentalBranch can have multiple Patients. This association is represented by a line connecting the DentalBranch class to the Patient class, with an asterisk (\*) on the Patient side to denote the "many" part of the relationship.
* DentalBranch - DentalService: A DentalBranch can offer multiple DentalServices. This association is represented by a line connecting the DentalBranch class to the DentalService class, with an asterisk (\*) on the DentalService side to denote the "many" part of the relationship.
* Patient - Appointment: A Patient can have multiple Appointments. This association is represented by a line connecting the Patient class to the Appointment class, with an asterisk (\*) on the Appointment side to denote the "many" part of the relationship.
* Appointment - Dentist: An Appointment has one Dentist. This association is represented by a line connecting the Appointment class to the Dentist class, with a "1" on the Dentist side to denote the "one" part of the relationship.
* Appointment - DentalService: An Appointment can have multiple DentalServices. This association is represented by a line connecting the Appointment class to the DentalService class, with an asterisk (\*) on the DentalService side to denote the "many" part of the relationship.
* Appointment - Bill: An Appointment has one Bill. This association is represented by a line connecting the Appointment class to the Bill class, with a "1" on the Bill side to denote the "one" part of the relationship.

**Assumptions:**

1. Staff can be uniquely identified by their 'id' attribute.
2. Patients can be uniquely identified by their 'id' attribute.
3. Each dental service has a unique 'serviceName' and a corresponding 'serviceCost'.
4. Appointments can be uniquely identified by the 'appointmentID' attribute.
5. Bills can be uniquely identified by the 'billID' attribute.
6. The 5% VAT is a constant value in the Bill class.

**Python code:**

class DentalBranch:

def \_\_init\_\_(self, address, phoneNumber, manager):

self.address = address # Stores the branch address

self.phoneNumber = phoneNumber # Stores the branch phone number

self.manager = manager # Stores the branch manager

self.staff = [] # Initializes the list of staff members

self.patients = [] # Initializes the list of patients

self.services = [] # Initializes the list of dental services

def addStaff(self, staff):

"""Add a staff member to the branch."""

self.staff.append(staff) # Appends the staff member to the staff list

def addPatient(self, patient):

"""Add a patient to the branch."""

self.patients.append(patient) # Appends the patient to the patients list

def addService(self, service):

"""Add a dental service to the branch."""

self.services.append(service) # Appends the service to the services list

class Staff:

def \_\_init\_\_(self, name, staffId, title, salary):

self.name = name # Initializes the name attribute

self.id = staffId # Initializes the staff Id attribute

self.title = title # Initializes the title attribute

self.\_salary = salary # Initializes the salary attribute

def getName(self):

return self.\_name # Returns the name attribute

def getId(self):

return self.\_id # Returns the staff id attribute

def getTitle(self):

return self.\_title # Returns the title attribute

def getSalary(self):

return self.\_salary # Returns the salary attribute

class Manager(Staff):

def \_\_init\_\_(self, name, staffId, title, salary, yearsOfExperience):

super().\_\_init\_\_(name, staffId, title, salary) # Calls the parent class constructor

self.\_yearsOfExperience = yearsOfExperience # Initializes yearsOfExperience attribute

def getYearsOfExperience(self):

return self.\_yearsOfExperience # Returns the yearsOfExperience attribute

class Receptionist(Staff):

def \_\_init\_\_(self, name, staffId, title, salary, workingHours):

super().\_\_init\_\_(name, staffId, title, salary) # Calls the parent class constructor

self.\_workingHours = workingHours # Initializes workingHours attribute

def getWorkingHours(self):

return self.\_workingHours # Returns the workingHours attribute

class Hygienist(Staff):

def \_\_init\_\_(self, name, staffId, title, salary, certification):

super().\_\_init\_\_(name, staffId, title, salary) # Calls the parent class constructor

self.\_certification = certification # Initializes certification attribute

def getCertification(self):

return self.\_certification # Returns the certification attribute

class Dentist(Staff):

def \_\_init\_\_(self, name, staffId, title, salary, specialization):

super().\_\_init\_\_(name, staffId, title, salary) # Calls the parent class constructor

self.\_specialization = specialization # Initializes specialization attribute

def get\_specialization(self):

return self.\_specialization # Returns the specialization attribute

class DentalService:

def \_\_init\_\_(self, serviceName, serviceCost):

self.serviceName = serviceName # Stores the service name

self.serviceCost = serviceCost # Stores the service cost

class Patient:

def \_\_init\_\_(self, name, patientId, phoneNumber):

self.name = name # Stores the patient's name

self.id = patientId # Stores the patient's unique ID

self.phoneNumber = phoneNumber # Stores the patient's phone number

self.appointments = [] # Initializes the list of appointments

def bookAppointment(self, appointment):

"""Book an appointment for the patient."""

self.appointments.append(appointment) # Appends the appointment to the appointments list

class Appointment:

def \_\_init\_\_(self, appointmentId, date, time, dentist, services):

self.appointmentId = appointmentId # Stores the appointment's unique ID

self.date = date # Stores the appointment date

self.time = time # Stores the appointment time

self.dentist = dentist # Stores the assigned dentist

self.services = services # Stores the list of dental services for the appointment

def generateBill(self):

"""Generate a bill for the appointment."""

totalCost = sum(service.serviceCost for service in self.services) # Calculates the total cost of services

vat = totalCost \* 0.05 # Calculates the VAT

return Bill(self.appointmentId, totalCost, vat) # Returns a new Bill instance

class Bill:

def \_\_init\_\_(self, billId, totalCost, vat):

self.billId = billId # Stores the bill's unique ID

self.totalCost = totalCost # Stores the total cost of services

self.vat = vat # Stores the VAT

self.finalAmount = totalCost + vat # Stores the final amount after adding VAT

def displayReceipt(self):

"""Display the payment receipt."""

print(f"Bill ID: {self.billId}") # Prints the bill ID

print(f"Total Cost: {self.totalCost}") # Prints the total cost

print(f"VAT: {self.vat}") # Prints the VAT

print(f"Final Amount: {self.finalAmount}") # Prints the final amount

# TEST CASES

# Test case a: Addition of branches to the dental company

manager = Manager("Mary", "M1", "Manager", 5000, 5)

branch1 = DentalBranch("Dubai", "(04) 123 4567", manager)

branch2 = DentalBranch("Sharjah", "(06) 765 4321", manager)

# Test case b: Addition of dental services, staff, and patients to a branch

cleaning = DentalService("Cleaning", 250)

implants = DentalService("Implants", 1500)

branch1.addService(cleaning)

branch1.addService(implants)

receptionist = Receptionist("Kim", "R1", "Receptionist", 4000, "9 AM - 5 PM")

dentist = Dentist("Dr. Brown", "D1", "Dentist", 9000, "Orthodontics")

branch1.addStaff(receptionist)

branch1.addStaff(dentist)

patient1 = Patient("Aisha", "P1", "050 987 6543")

patient2 = Patient("Fatma", "P2", "055 123 4567")

branch1.addPatient(patient1)

branch1.addPatient(patient2)

# Test case c: Addition of patients booking appointments

appointment1 = Appointment("Reciept1", "2023-04-20", "11:00 AM", dentist, [cleaning])

appointment2 = Appointment("Reciept2", "2023-06-13", "14:00 PM", dentist, [implants, cleaning])

patient1.bookAppointment(appointment1)

patient2.bookAppointment(appointment2)

# Test case d: Display of payment receipts for patient services (one or more) upon checking out

bill1 = appointment1.generateBill()

bill2 = appointment2.generateBill()

print("Receipt for Patient 1:", patient1.name)

print(appointment1.date, appointment1.time)

print("Branch:", branch1.address)

bill1.displayReceipt()

print("\nReceipt for Patient 2:", patient2.name)

print(appointment2.date, appointment2.time)

print("Branch:", branch2.address)

bill2.displayReceipt()

**Output**:

Receipt for Patient 1: Aisha

2023-04-20 11:00 AM

Branch: Dubai

Bill ID: Reciept1

Total Cost: 250

VAT: 12.5

Final Amount: 262.5

Receipt for Patient 2: Fatma

2023-06-13 14:00 PM

Branch: Sharjah

Bill ID: Reciept2

Total Cost: 1750

VAT: 87.5

Final Amount: 1837.5

**Summary**:

The task of creating a billing system for a dental service allowed me to apply my knowledge of object-oriented programming that I have learned in class to a real-world scenario. Throughout this exercise, I have learned and expanded my knowledge and understanding of various aspects related to designing and implementing a software application for managing a dental clinic.

I learned about the purpose and usage of UML class diagrams to visually represent the structure of a system, including its classes, attributes, operations, and relationships among them.

I gained an understanding of different types of class relationships, such as association, composition, and inheritance, and how they are represented in UML class diagrams.

I learned to identify and explain associations between classes, such as the relationships between DentalBranch and Staff, DentalBranch and Patient, DentalBranch and DentalService, Patient and Appointment, Appointment and Dentist, Appointment and DentalService, and Appointment and Bill.

I learned to identify and explain the composition relationship between classes, such as the relationship between DentalBranch and Manager, which represents a strong form of aggregation where the whole (DentalBranch) has ownership of its parts (Manager).

I learned to identify and explain the inheritance relationships between classes, such as the relationships between Staff and its subclasses (Manager, Receptionist, Hygienist, and Dentist), which represent "is-a” relationships and promote code reusability and modularity.

I gained the experience in writing Python code to implement the UML class diagram, including defining classes, attributes, methods, and test cases to showcase the program features.

By learning and applying these concepts, I have developed the skills to effectively design and implement software applications to solve real-world problems, such as the dental clinic management system in this scenario.

**GitHub**: <https://github.com/alyalootah/Assignment-2-Software-Implementation>